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Title: Data Structures 

You will now become familiar with data structures, which are approaches to organise, 

store and manage electronic data. To do this, visit python.org (n.d.) and any other 

relevant sources of information that you may find useful to support this task. 

▪ Select at least two different data structures to hold the data associated with the 

list of functional and non-functional requirements that you defined for Task 1. 

▪ Justify your data structure choices. 

▪ Select at least one academic paper, which might be similar to the work of 

Abeykoon et al. (2020). 

▪ Use your sourced information to support your data structure choices. 

 

I have used lists and dictionaries to store the data related to the functional and non-

functional requirements list for Task 1, 'e-Portfolio Activity: Data Structures Reflection'. 

As I mentioned, these data structures are theoretical concepts essential to the 

ZenDesk system I use daily. The practical application of lists and dictionaries in a real-

world system underscores their importance and relevance, as highlighted by Loshin 

(2021). 

According to Olumide (2023), Python's built-in data type lists store an ordered 

collection of mutable elements and can contain multiple data types. They include 

methods such as append, insert, remove, pop, sort, reverse, count, index, and extend. 

Lists are created by separating elements with commas and enclosing them in square 

brackets. They help keep several connected data sets in a single list. However, making 
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a list of lists can be challenging due to incorrect initialisation. One way to initialise a 

nested list is by using list comprehension and range(). 

On the other hand, Python's built-in dictionary is a valuable data type that stores key-

value pairs. The keys can be of any immutable kind and must be unique. A dictionary 

can perform various operations, such as storing and retrieving values and deleting 

keys. If you want a list of all the keys used in the dictionary, you can use the list(d) 

method (Python, N.D.). 

As far as I can understand, the dictionary is a superior tool for organising functional 

and non-functional requirements into key-value pairs (Ross, 2023). Its flexibility allows 

users to define new key-value combinations, adding additional requirements quickly. 

Moreover, dictionary values can accommodate different data types. While the list of 

lists has its merits, its adaptability is limited, and it requires restructuring the main 

structure to add new categories or requirement types. Hence, I maintain my decision 

to use a dictionary as the primary data structure for this task. 

I came across an article on Google Scholar that aligns with the research conducted by 

Abeykoon et al. (2020). The article by Rashid et al. (2020) discusses the importance 

of data dictionaries as a centralised repository of descriptive information about data 

sets. It highlights their role in aiding data providers in tasks such as conversion, 

validation, and storage and in reducing ambiguity when interpreting data set content. 

The article also points out that the lack of a common metadata standard for existing 

data dictionaries makes automating tasks involving data combinations challenging. It 

suggests that emerging Semantic Web technologies can enhance the functionality of 

data dictionaries. 
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