
Discussion Topic: Factors which Influence Reusability 

Refer to the article by Padhy et al. (2018), specifically Table 1, where the authors 

present a list of factors that influence the reusability of a piece of object-oriented 

software. 

In this collaborative discussion, students must prioritise this list, presenting your 

argument for the priorities assigned. 

 

My Initial Post: 

As Padhy et al. (2018) mentioned, object-oriented metrics are standard and ongoing 

research topics in various engineering fields. Software metrics will help estimate 

reusable code. 

Regarding prioritisation, consider that different stakeholders may have different 

priorities based on their unique needs and goals (Wazlawick, 2014). However, based 

on the overall goals of software development, I would prioritise these factors as 

follows: 

1. Modularity is essential for software development because it allows the creation 

of self-contained, reusable modules that can be easily assembled to form 

complex systems (Lieberherr, 1988).  

2. Reusability: Like modularity, reusability refers to software components' ability 

to be used in multiple contexts. This factor is also significant because it enables 

developers to reuse code rather than write new code from scratch, reducing the 

time and effort required for software development (Lieberherr, 1988). 

3. Software understandability is essential because it ensures developers can 

easily comprehend the code and its functionality. As a result, it is easier to 

modify and extend the software (Chhabra et al. 2004). 

4. Maintainability: Software maintenance is an ongoing process that includes bug 

fixes, feature updates, and changes as needed. It is easier to maintain software 

that is modular, reusable, and understandable (Erdil et al. 2003). 

5. Portability: Portable software can quickly move between platforms and 

environments. This is significant because it allows the software to be used in 

various contexts (Cai et al. 2000). 

6. Compatibility: Compatible software can work with other software and systems. 

This is important because software often needs to interact with other systems 

(Meyer, 1997). 

7. Complexity: Complex software is difficult to understand and maintain. While 

complexity is often a necessary evil in software development, it should be 

minimised to ensure that software remains modular, reusable, understandable, 

and maintainable (Chong & Lee, 2015). 



8. Usability: Usable software is easy for users to understand and interact with. 

While usability is essential, it is less critical than the other factors listed above 

because it primarily affects end-users rather than developers (Seffah, 2001). 
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